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#### Abstract

The new algorithm of DNA computing for adding binary integer numbers is presented. It requires the unique representation of bits placed in test tubes treated as registers. Amplification step used for the carry operation allows in theory to add numbers at the same quantity of elementary operations, regardless of a number of bits used for representation. New notation proposed in this paper allows for efficient and abstract description of the technical operations on DNA.
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## I. Introduction

CVURRENT development work in traditional electronic computers continues to be restricted by hardware problems [1]. Researchers and computer experts are convinced that some alternative technologies will appear. Quantum computing and molecular computing are potential candidates for such technologies, and are under extensive development. To perform computing different molecules may be used [2], [3]. However, at present it seems that DNA fragments are most suitable for this purpose.

In DNA computing [4], [5] information is stored in DNA molecules. DNA computing may be considered as a set of processing steps on DNA molecules for solving a specific problem according to a precisely defined procedure. A solution is reached by the exclusive use of genetic engineering operations on DNA such as hybridization, denaturation, ligation, PCR, etc. An executed operation supplies some DNA molecules as the result, which is identified usually by electrophoretical fluorescent or radioactive method.

DNA molecules are linear polymers built from four building blocks - nucleotides denoted by symbols A, C, G and T. Since DNA polymers are composed of four nucleotides, they represent chains of symbols over 4 -letter alphabet. Therefore DNA computing is adequate for processing symbols and logical structures which has been reported in a number of publications [6], [7], [8], [9], [10], [11], [12], [13], [14], [15], [16]. The emphasis, however, is stressed on general
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implementation of DNA computer [1], [17], [18], [19], [20], [21] and how to simulate the problem-solving processes, especially solving NP-complete problems [6], [22], [23].

Recently high-density oligonucleotide arrays so called DNA chips were developed as tools for sequencing by hybridization (SBH) [24]. It is possible to design and synthesize in situ on the support using lightdirected solid phase combinatorial chemistry [25] the square inch high-density oligonucleotides arrays for monitoring the expression levels of nearly all (about 6500 ) yeast genes equalling about 14 Mb of information [26], [27]. The progress in this area allows DNA integrated circuits to be basic devices for extremely miniaturized DNA computers [28], [29], [30].

So far nobody has proposed an effective molecular algorithm for performing addition, the task which is trivial on electronic computers. There are two very good reasons for that - addition is not trivial to perform with DNA molecules. Parallel nature of DNA computing is well suited to problems requiring scanning large solution space of single, relatively complicated operation [31], [32], [33].

In this paper we describe algorithms, which would perform addition with the help of DNA molecules using standard molecular biology techniques along with the nonstandard application of the DNA chips. We think, that it is very interesting, to see how simple and effective, two-step computational algorithm can be implemented with DNA molecules and techniques of molecular engineering.

## II. Fundamental Operations on DNA Molecules

DNA molecules are directional polymers, due to the details of the biochemical structure and synthesis. Their beginning is denoted as $5^{\prime}$ and end as $3^{\prime}$. Due to specific stereochemical interactions between A:T and C:G nucleotides DNA molecules can form antiparallel duplexes, provided that their sequence is complementary - allowing to form A:T and C:G pairs. Therefore in double stranded DNA the information is stored in both strands, in standard and complementary sequence. Transcription between standard and complementary encoding is straightforward and is often used in the presented below algorithm.

Single or double DNA fragments are often called oligonucleotides or oligos, primers, strings and strands. In DNA computing a DNA string is represented by a sequence of four basic nucleotides and is usually described by letters $A, T, G, C$. It may exist as a separate DNA fragment or within a longer one e.g. a string $a$ may be denoted by a sequence: $5^{\prime} A G T C 3^{\prime}$ or may exist within a longer string $z=5^{\prime} A G A A G T C$ $C T A 3^{\prime}$. A formal language may be created from DNA strings. The set of all single DNA strings over the alphabet $\Lambda=\{A, T, G, C\}$ is called the basic language of DNA computing and denoted by $\Lambda^{*}$. Up to now several DNA computing notation standards was worked out e.g. DNA-Pascal [34], splicing [35], [36], [37], [4] and other [38], [39], [32], [17]. Here we introduce our symbolic representation, which is useful for molecular binary operations.

Digits $5^{\prime}, 3^{\prime}$ denoting orientation of a DNA string can be replaced with symbols $\mid>$. The length of the string $a$ is denoted by: $|a|$, and its value is equal to a number of symbols forming the string $a$ e.g. $|A G T C|$ has a length of four basic symbols: nucleotides. Using exemplary strings we can write:

$$
\begin{aligned}
& a=\mid a>=5^{\prime} A G T C 3^{\prime} \\
& b=|b>=| T C A G T C T A G> \\
& z=|z>=| A G A A G T C C T A>\Leftrightarrow \\
& \Leftrightarrow z=5^{\prime} A G A * a * C T A 3^{\prime} \\
& s=<s \mid=3^{\prime} G A T G A C T G A 5^{\prime} \\
& |a|=4,|z|=10
\end{aligned}
$$

It should be noticed that a null string denoted by a symbol $\varepsilon$ is a set with zero basic symbols. Thus $|\varepsilon|=0$. In DNA computing the null string represents logical zero. A right part of the string $a$ is described by a symbol " in the upper, right index of the letter $a$ : $a^{\prime \prime}$, and a left part of the string by a symbol ' in the upper, right index of the letter $a: a^{\prime}$. If a number of string parts is greater than three, then in the upper, right letter index an ordinal number is placed e.g. the string $a$ is divided into four parts: $a^{\prime}, a^{i i}, a^{i i i}, a^{i v}$.

A string complementary to $a$ is described by the same letter, but with an added symbol tilde ( ( ) this means $\tilde{a}$. Two complementary strings $a$ and $\tilde{a}$ create after hybridization a double stranded string $\hat{a}$ made of complementary pairs $A=T, T=A, C \equiv G, G \equiv C$. Note that a string with an orientation $5^{\prime} \rightarrow 3^{\prime}$ is always an upper string or a single string, and a single string with an orientation $3^{\prime} \rightarrow 5^{\prime}$ should be underlined.

$$
\hat{a}=\begin{aligned}
& |a\rangle \\
& \langle\tilde{a}|
\end{aligned}=\left[\begin{array}{l}
a \\
\tilde{a}
\end{array}\right]
$$

To the described below DNA chip strings $\underline{a}, \underline{\tilde{b}}, \underline{\tilde{a}}$ are attached. They are underlined to mark their $3^{\prime} 5$ ' ori-
entation. Other strings $\tilde{a}, b, a$ are annealed to them and can be extracted together with the array. This linear representation of square arrays is quite conventional.

$$
\left(\begin{array}{ccc}
\tilde{a} & b & a \\
\underline{a} & \tilde{b} & \tilde{a}
\end{array}\right)
$$

Operations on DNA oligos [40], [41] may be described in the following way:

1. Hybridization or Renaturation means connecting of single complementary DNA strings and forming double stranded molecules. This operation is caused by cooling down the test tube reaction solution and denoted by symbols heat $\downarrow$.
2. Denaturation means disconnecting single complementary strings from double stranded DNA molecules and is caused by heating the test tube reaction solution. Usually this operation is connected with the operation of mixing the solution. It is denoted by heat $\uparrow$.
3. Cutting of a double DNA string into two parts is performed in DNA computing with the help of enzymes. This means that a given string $d$ may be digested by the enzyme in the presence of a hybridized complementary to $d$ (at least in the neighbourhood of a place to cut) string denoted by a letter $c$. The enzyme with an ordinal number equal to 5 cuts the string $d$ together with the string $c$ what is described below.

$$
\begin{aligned}
& {\left[\begin{array}{ccc}
-\quad{ }_{5} d & - \\
& { }_{c} c & \\
-
\end{array}\right]=\left[\begin{array}{ccc}
- & d^{\prime} & d^{\prime \prime} \\
& c^{\prime} & c^{\prime \prime}
\end{array}\right] \Rightarrow} \\
& \Rightarrow\left[\begin{array}{ccccc}
-d^{\prime} & + & -d^{\prime \prime} & - \\
& c^{\prime} & - & + & c^{\prime \prime}
\end{array}\right] \Rightarrow \\
& \Rightarrow\left[\begin{array}{ccc}
- & d^{\prime} \\
& c^{\prime} & \pm
\end{array}\right]+\left[\begin{array}{lll}
+ & d^{\prime \prime} & - \\
& c^{\prime \prime} & \\
\hline
\end{array}\right]
\end{aligned}
$$

A sign + at the side of a DNA string describes a sticky end of it shorter than the nearest complementary oligo. A sign - at the right side of the DNA string describes a sticky end of it longer than the nearest complementary string. The same signs at both ends of complementary strings mean that these strings form a double stranded oligo with blunt ends. Note that the sign + may be additionally applied to mark a symbolic disjunction between two hybridized primers, and the sign * to denote concatenation of strings (after hybridization and ligation), and the sign - to lengthen a string (of course, only in the equations). These rules are obligatory only within brackets 〔and 〕or (and). 4. Concatenation of two strings is a string formed by placing the second string after the first string without any gap. In DNA computing joining of two strings is done during hybridization and ligation. They form together a longer single string. In order to concatenate
two oligos $a$ and $b$ the complementary to them in the place of joint, hybridized third one is needed. Usually at least eight complementary pairs without a gap are necessary (four pairs for each joining string). The third string $c$ is a concatenation of the oligo complementary to the first string right part $a^{\prime \prime}$ and the oligo complementary to the second string left part $b^{\prime}$.

$$
c=\overline{a^{\prime \prime}} * \widetilde{b^{\prime}}=<T C A G A G T C \mid
$$

Thus concatenation of two strings $a$ and $b$ in the presence of the complementary, hybridized to them third one $c$ is denoted by:

$$
\begin{aligned}
& a b=a * b \stackrel{*}{=} a+b \stackrel{c}{=}\{a, b\} \text { or } \\
& a+b \stackrel{\text { 右 } a * b}{ } \begin{array}{l}
a b=\mid A G T C T C A G T C T A G> \\
|a b|=13
\end{array} .
\end{aligned}
$$

The symbol $*$ means in this case the concatenation operation. The null string is the neutral element for concatenation this means $\varepsilon * a=a * \varepsilon=a$.
5. Amplification ( $P C R$ ) encreases a number of double DNA strings chosen by specially designed primers two times in each cycle. The ends of these primers (square brackets) denote ends of amplified oligos. A number of PCR cycles is given in the upper, right corner of the right square bracket. If the number is unknown it is replaced by a sign \$. After tens of amplification cycles in the test tube there are millions of chosen DNA fragments copies, which are in the majority.

$$
\text { heat } \downarrow ; \hat{e} \approx a \widehat{a[e]^{s}} b ; \text { heat } \uparrow \text {; }
$$

Given above amplification of double string can be described in another way as an algorithm:

$$
\begin{aligned}
& {\left[\begin{array}{ccccccc}
\tilde{a} & * & \tilde{e} & - & - & * & \tilde{b} \\
{[ } & & & & \left.p_{2}\right]^{\$} & & \\
p_{1} & & & & ]^{\$} \\
\underline{a} & * & - & - & e & * & b
\end{array}\right] \Rightarrow } \\
& \Rightarrow\left[\begin{array}{ccccc} 
& \tilde{e} & - & - & * \\
& {\left[\begin{array}{lll}
1 & p_{2}
\end{array}\right]} \\
& & {\left[p_{1}^{\$}\right.} & ]^{\$}
\end{array}\right] \Rightarrow\left[\begin{array}{l}
\tilde{e} \\
e
\end{array}\right] ;
\end{aligned}
$$

where three amplification cycles are presented, and additional primers $p_{1}, p_{2}$ are short oligos complementary to small parts of the given double string.
In the cycle of amplification single strings may be lengthened from its 3 ' end up to their complementary 5 ' end e.g.:

$$
\begin{aligned}
& \text { heat } \downarrow ;\left[\begin{array}{ll}
{\left[\begin{array}{l}
w \\
\hline
\end{array}\right]^{\$}} \\
\overline{-}
\end{array}\right] \Rightarrow\left[\begin{array}{l}
\tilde{v} \\
u
\end{array}\right] ; \text { heat } \uparrow ; \\
& \text { heat } \downarrow ;\left[\begin{array}{cc}
\bar{x} & \bar{L} \\
\hline & y]^{8}
\end{array}\right] \Rightarrow\left[\begin{array}{c}
\tilde{x} \\
x
\end{array}\right] ; \text { heat } \uparrow ;
\end{aligned}
$$

$$
\text { heat } \downarrow ;\left[\begin{array}{c}
\tilde{v} \\
v
\end{array}\right] \Leftarrow\left[\left[\begin{array}{ll}
+w \\
& z \\
z
\end{array}\right]^{\$}\right] ; \text { heat } \uparrow
$$

Every amplification described above is done in one cycle between cooling (heat $\downarrow$ ) and heating (heat $\uparrow$ ).
6. Mixing of DNA fragments enables their uniform distribution. It improves search for good hybridizations in the space of all possible ones.
7. Extracting of DNA fragments with specific sequences from other DNA strings can be performed in several ways.
Complementary strings can be separated to one tube and standard to the second tube with use of DNA arrays. The operation is described by symbols sep. It should be noticed that in symbolic representation strings in one tube are separated by commas, but sets of strings in different tubes are separated with semicolons. All set symbols are within set brackets.

$$
\begin{aligned}
& \left\{\left[\begin{array}{lll}
a & + & b \\
\tilde{a} & + & \tilde{b}
\end{array}\right]\right\} \Rightarrow\left\{\left(\begin{array}{ccc}
a & b & \\
\tilde{a} & \tilde{b} & \tilde{\boldsymbol{c}}
\end{array}\right),\left(\begin{array}{lll}
\tilde{a} & \tilde{b} \\
\underline{a} & c & b
\end{array}\right)\right\} \Rightarrow \\
& \quad \Rightarrow\left\{\left(\begin{array}{ccc}
a & b & \\
& \tilde{b} & \tilde{c}
\end{array}\right) ;\left(\begin{array}{lll}
\tilde{a} & \tilde{b} \\
\underline{a} & c & b
\end{array}\right)\right\} \Rightarrow\{a, b ; \tilde{a}, \tilde{b}\}
\end{aligned}
$$

Standard strings can be extracted from a string set using DNA chips and this operation is denoted by symbols mex - an abbreviation of multiextraction. In similar way complementary strings can be extracted from a string set and that operation is denoted by symbols mex'. Double strings can be separated from other strings and the operation is described by symbols mex".
Standard strings can be changed to their complementary, adequate strings:

$$
\begin{aligned}
& \{a, d\} \Rightarrow\{a, d, \tilde{a}, \tilde{b}, \tilde{c}, \tilde{d}\} \stackrel{*}{\Rightarrow}\left\{\left[\begin{array}{lll}
a & * & d \\
\tilde{a} & * & \tilde{d}
\end{array}\right], \tilde{b}, \tilde{c}\right\} \xrightarrow{\text { mex }}{ }^{\prime \prime} \\
& \stackrel{\text { mex }}{\Rightarrow}\left\{\left[\begin{array}{ll}
a+d \\
\tilde{a}+\tilde{d}
\end{array}\right]\right\} \stackrel{\text { mex }}{\Rightarrow}\{\tilde{a}, \tilde{d}\}
\end{aligned}
$$

This operation is denoted by a symbol $c$. Operation described by a symbol $n$ changes complementary strings to their standard, adequate strings.

## III. Representation of Numbers

Binary representation of numbers is used. Each bit is coded by a specific sequence, which is long enough to be able to recombine specifically with the complementary sequence. Bits after connecting create a linker sequence, which is recognized by a sequence specific endonuclease. There are two possible representations of the number - standard and complementary as is seen in Tab. 1. To perform addition it is necessary to have one number represented by the standard and complementary DNA strings. In case where both sequences
are represented as a mixture of standard and complementary strings, it is possible with simple procedure to filter standard and complementary sequences which are used as representations of first and second numbers, respectively.

Table 1. DNA bit representation

| Bit (position code) | 4 | $\mathbf{3}$ | 2 | 1 | 0 |
| :--- | :---: | :---: | :---: | :---: | :---: |
| Standard code | e | d | c | b | a |
| Complementary code | $\tilde{e}$ | $\tilde{d}$ | $\tilde{c}$ | $\tilde{b}$ | $\tilde{a}$ |

For example a number equal to 11 will be represented as is described in Tab. 2.

Table 2. DNA number representation

| Bit (position code) | 4 | 3 | 2 | 1 | 0 |
| :--- | :---: | :---: | :---: | :---: | :---: |
| Standard code | - | d | - | b | a |
| Complementary code | - | $\tilde{d}$ | - | $\tilde{b}$ | $\tilde{a}$ |

Addition of 11 (coded as a standard sequence) and 13 (coded as a complementary sequence) is denoted in Tab. 3.

Table 3. DNA adding operands and result representation

| Bit (position code) | 4 | 3 | 2 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- |
| Standard code | - | d | - | b | a |
| Complementary code | - | $\tilde{d}$ | $\tilde{c}$ | - | $\tilde{a}$ |
| Result - complementary code | $\tilde{e}$ | $\tilde{d}$ | - | - | - |

Bits which are set to zero are represented by empty strings, therefore in our example the number 11 is represented as $d b a$, the number 13 as $\tilde{d} \tilde{c} \tilde{a}$, and the result as ẽ $\tilde{d}$ in standard and complementary representation, respectively.

## IV. Algorithm Description

Assuming that we have at our disposal three registers: an operation register, and a carry register and a result register, standard algorithm for binary number addition can be expressed as follows
Copy two numbers to the operation register In first step for each bit position:

If both bits are one - carry is one, operation bit is zero
Else if both bits are zero - Carry is zero, operation bit is zero
Else - carry is zero, operation bit is one Shift carry bits equal to one by one bit Copy operation and carry bits equaling one to the operation register
In second step to each operation bit group treated as a number:

Add appropriate carry bit eliminating

REDUNDANT OPERATION BITS
Not involved bits move
to the result register
End
Move remained bits in the operation register TO THE RESULT REGISTER
Result is in the result register.
This algorithm can be implemented with DNA molecules and test tubes, which are laboratory representations of computer registers. Numbers that are to be added are represented as double stranded strings, with both standard and complementary strings. We present the example of application of our algorithm in Tab. 4, where the addition of 11 and 13 is presented.

## V. Conclusions

In this paper the original algorithm for adding integer numbers was presented and novel notation for the operations on DNA was proposed. All carry operations are executed within the single operation, allowing addition in the same number of steps, regardless of a number of bits representing the number. As a result this algorithm is particulary well suited for adding enormously large numbers, say million bit numbers, without increasing a number of operations.
Futher design of more complicated computer devices is expected [42], [43]. There are many practical experiments to be performed. Obviously there are technical limitations to the numbers that can be represented by DNA molecules, arising from the need of uniqueness of sequences representing bits as well as from the present fabrication limits of DNA chips [44], [45], [46], [47]. We may hope, however, that limits of technically possible systems will be growing fast enough to make application of the DNA computing feasible.
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Table 4. Application of the algorithm - adding 11 and 13 ; each column describes a separate test tube. Increase or decrease of a column number means separation into different test tube or merging tube contents. Operations: sep, mex, mex', mex", c, $n$ are described earlier.

| 1 | $\left[\begin{array}{cccccc}+ & d & * & b & * & a \\ \tilde{d} & * & \tilde{b} & * & \tilde{a} & \pm\end{array}\right]$ | $\left[\begin{array}{cccccc}+ & d & * & c & * & a \\ \tilde{d} & * & \tilde{c} & * & \tilde{a} & \pm\end{array}\right]$ |
| :---: | :---: | :---: |
| 2 | $\left[\begin{array}{cccccc}+ & d & + & b & + & a \\ \tilde{\underline{d}} & + & \tilde{b} & + & \tilde{a} & +\end{array}\right] \stackrel{\text { mex }}{\rightrightarrows}\{d, b, a\}$ | $\left[\begin{array}{cccccc}+ & d & + & c & + & a \\ \tilde{d} & + & \tilde{c} & + & \tilde{a} & +\end{array}\right] \stackrel{m_{e x}{ }^{\prime}}{\Rightarrow}\{\tilde{d}, \tilde{c}, \tilde{a}\}$ |
| 3 | $\left\{\left[\begin{array}{l}d \\ \tilde{d}\end{array}\right\}, \tilde{c}, b,\left[\begin{array}{l}a \\ \tilde{a}\end{array}\right]\right\} \xrightarrow{\text { mex }{ }^{\prime \prime}}{ }^{\text {sep }}$ ( $\left\{\left[\begin{array}{l}d \\ \tilde{d}\end{array}\right],\left[\begin{array}{l}a \\ \tilde{a}\end{array}\right] ; b ; \tilde{c}\right\}$ |  |
| 4 | $b$ | $\left\{\left[\begin{array}{l}d \\ \tilde{d}\end{array}\right],\left[\begin{array}{l}a \\ \tilde{\alpha}\end{array}\right]\right\} \stackrel{\text { mex }}{\Rightarrow}\{d, a\}$ |
| 5 |  | $\left(\begin{array}{ccc}{\left[\begin{array}{ccc}d & ]^{\Phi} & {[a} \\ d\end{array}\right]^{\S}} \\ \underline{d} * e & \tilde{a} * b\end{array}\right)$ |
| 6 |  | $\left(\begin{array}{ll}d * \tilde{e} & a * \tilde{b} \\ \tilde{d} * e & \tilde{a} * b\end{array}\right)$ |
| 7 | $c * b$ | $\left(\begin{array}{cc}d+\tilde{e} & a+\bar{b} \\ \tilde{\tilde{d} * e} & \tilde{a} * b\end{array}\right) \stackrel{\text { mex }}{\Rightarrow}{ }^{\prime}\{\tilde{e}, \tilde{b}\}$ |
| 8 |  |  |
| 9 | $\tilde{e}$ |  |
| 10 | $\tilde{e}$ | $\left(\begin{array}{cc}\tilde{b} * \tilde{c} * d \\ c * \tilde{d} & \\ \hline\end{array}\right.$ |
| 11 | $\tilde{e}$ | $\binom{\tilde{b} * \tilde{c}+d}{\underline{c * \tilde{d}} \quad \underline{b * \tilde{c}}} \stackrel{\text { mex }}{\Rightarrow} d$ |
| 12 | $\tilde{e}$ | $d \stackrel{C}{\Rightarrow} \tilde{d}$ |
| 13 | $\{\tilde{e}, \tilde{d}\}$ |  |

